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Abstract
An interest in educating software developers within an engineering ethos may not align well with the characteristics of the discipline, nor address the underlying concerns of software practitioners. Education for software development needs to focus on creativity, adaptability and the ability to transfer knowledge. A change in the way learning is undertaken in a core Software Engineering unit within a university’s engineering program demonstrates one attempt to provide students with a solid foundation in subject matter while at the same time exposing them to these real-world characteristics. It provides students with a process to deal with problems within a metacognitive-rich framework that makes complexity apparent and lets students deal with it adaptively. The results indicate that, while the approach is appropriate, student-learning characteristics need to be investigated further, so that the two aspects of learning may be aligned more closely.

1. Introduction
There is an increase in interest in educating software developers by means of an engineering approach. – the growth in undergraduate engineering programs for software attests to this.

However, studies of practitioner perspective, and of the software development process itself suggest this approach is flawed – it does not focus on the underlying characteristics of software development, nor adequately address the needs of practitioners.

Education for software developers needs to encompass more than the ability to apply knowledge gained, flexibility and creativity in the application of knowledge is also required. A competent practitioner not only knows the procedural steps for problem solving but also understands when to deploy them and why they work.

This paper notes the concerns raised in practitioner studies and proposes a change in the way software development may be learnt in an engineering environment in order to address these concerns.

2. Educating Software Engineers
Over 35 years ago, those involved in the development of software agreed that one mechanism for dealing with the intrinsic difficulties (eg complexity, visibility, and changeability [1]) of developing software was to embed its production within an applied science environment. Royce [2] was the first to note explicitly that an engineering approach was required, in the expectation that adhering to a defined, repeatable process would enhance software quality. The underlying assumption of this approach is that the world works rationally and that therefore “good” software development is achieved by applying scientific investigative techniques [3].

This focus on engineering is mirrored in the education of software developers. Where Engineers Australia (Institution of Engineers, Australia) accredited two undergraduate programs for the engineering of software in the mid-1990s (Melbourne, Murdoch), by 2002 this figure approached 20. A similar trend is being seen in the US, with an exponential growth in offerings of undergraduate software engineering degrees.

Increasingly, therefore, approaches to educating software developers model scientific and engineering methodologies, with their focus on process and repeatability. In general this education is based on a normative professional education curriculum, in which students first study basic science, then the relevant applied science [4], so that learning may be viewed as a progression to expertise through task analysis, strategy selection, try-out and repetition [5].
3. The nature of software

Recent work argues that such an approach to learning software development should be regarded as flawed. Rather than being situated in a rational world, software is a collaborative invention: its development an exploratory and self-correcting dialogue [6].

In this alternative view the process of defining and designing a system is seen as one of insight-driven knowledge discovery [7] facilitated by opportunistic behaviour [8, 9]. Participants in the process must remain sensitive to progressive modifications [10] which lead not to a problem-solution, but to an ‘evolved fit’ acceptable to all stakeholders within the problem space.

The quintessential creativity of this process [11-14] is hampered by strict adherence to engineering and science methodologies. These:

- restrict essential characteristics such as opportunism [7]
- assist in adding accidental complexity through their attempts to control the RE's professional practice. (Sutcliffe and Maiden [15] suggest strict adherence to methods and procedures may restrict natural problem-solving)
- impose a plan at odds to inherent cognitive planning mechanisms and hence interfering with the management of knowledge (Visser and Hoc [16] suggest that, in practice, a plan is followed only as long as it is cognitively cost-effective).

More broadly, software technology is seen as a rapidly shifting landscape: new methods, tools, platforms, user expectations, and software markets underscores the need for SE education that provides professionals with the ability to adapt quickly [17].

Attempts to address these issues have been made in the area of software development education, where the traditional lecture + laboratory work + assessment tasks are augmented by either a capstone project which simulates a start-to-finish development environment or an industry-based placement, typically towards the completion of the qualification. These are seen to provide opportunities for both authentic and experiential learning, with emphasis not so much on acquiring knowledge as on increasing students' ability to perform tasks. While accepted as valuable, this approach is flawed in several respects:

- the opportunity (project or placement) is presented as an aid to content learning rather than a substitute
- it focuses on know-how which will allow students to gain competence to practice within given frameworks (but not necessarily outside of them, therefore limiting adaptability)
- students are expected to transfer skills acquired to the world of work, but without them necessarily being rooted in cognitive content and professional judgement (based on [18]).

As Waks [4] explains, in this normative model of professional education science provides “a rational foundation for practice” [original emphasis], with practical work at the last stage of the curriculum, where students are expected to apply science learned earlier in the curriculum to real-life problems. He continues that the crisis of the professions arises because real-life problems do not present themselves neatly as cases to which scientific generalisations apply.

Therefore, although projects and work placements provide experiential learning opportunities, learning from experience is not automatic: it requires transfer (the ability to apply something learned in one situation to another setting [19]) to be enabled. This transfer is enhanced where there is a focus on metacognitive strategies and reflection. It is this facet that is often missing from capstone projects and placements.

4. Practitioner perspectives of SE education

In his Point/Counterpoint discussion, Bach stated that one reason software engineering is not more seriously studied is the common industry belief that most of the books and classes that teach it are impractical [20]. An overview of the studies undertaken to gain a practitioner perspective indicates that such an indictment is not too far from the mark.

Industry requires professionals who integrate into the organisational structure, and, rather than cope specifically with today's perceived problems, have models, skills and analytical techniques that allow them to evaluate and apply appropriate emerging technologies. Professional practitioners with such skills become agents of change [17].

Practitioner-based studies (eg [21-23] and in the Australian context [24-27]) assist us in building a profile of a practicing Software Engineer. They show us that, to paraphrase Fielden [28], in addition to traditional technical skills, software development professionals of the 21st century need to

- understand the learning process as a meta-skill and to develop flexibility in thinking
- have a deep understanding of self and others in complex human activity systems
be adept in questioning underlying cultural, political, and intellectual assumptions
be tolerant, compassionate, and at ease with multiple realities in complex systems
value people as agents of change and technology as the tool
value subjective involvement in technological areas
allow time to explore new ideas and to reflect on possible processes and outcomes
develop balanced approaches both structurally and creatively to managing change.

Model IT-focused curricula address profession-specific knowledge and skills required to undertake professional graduate employment within the discipline. Initial competence (i.e., cognitive attributes à la Bloom taxonomy [29]), is also developed though perhaps not to an appropriate level: the curricula indicate that a graduate within the broad IT disciplines should emerge from formal education with a competency of application (or on occasion at a the lesser level of comprehension) [30-32].

5. Addressing practitioner needs

Macauley and Mylopoulos [33] acknowledge that a standard university lecture cannot achieve what industry requires. For them efficient software development activities “require a certain level of knowledge and maturity which can only be gained through experience in dealing with practical problems”. Others also note the inadequacy of formal education in training competent software professionals [23, 34].

The nature of software development, and in particular the RE component of it (opportunistic, exploratory, creative, emergent [7, 13, 35, 36]) implies a need to

- incorporate creativity-enhancing activities within the curriculum
- foster adaptability in students by providing for divergent as well as convergent thinking
- focus on metacognitive strategies and reflection as an aid to transfer of the skills and knowledge learnt.

Glass [37] suggests that discipline and creativity are the odd couple of software development – the discipline imposed by methodology, for example, forms a frame for the opportunistic creativity of design. Cropley and Cropley [38], however, suggest that the process of creativity and innovation in engineering is poorly understood and not adequately fostered in under-graduate teaching. This deficiency results in an engineering culture that is frequently resistant to the factors that promote creativity and innovation.

A focus on flexibility and productive thinking is also necessary, so that students learn to use past experience on a general level, while still being able to deal with each new problem situation in its own terms. Gott et al [39] posit that this adaptive/generative capability suggests the performer not only knows the procedural steps for problem solving but understands when to deploy them and why they work, in effect is wise in the use of them.

The implication of this is the explicit development of metacognitive strategies, and the ability to reflect in as well as on action [40]. The recurring findings from Scott’s work on applying a Professional Capability Framework (e.g., [41]) is the high ranking of Intellectual Capability (defined by two components, Way of Thinking (incorporating cognitive intelligence and creativity) and Diagnostic Maps (developed through reflection on experience)).

Turner [24] suggests tradition and inertia act as some of the formidable barriers to substantive revisions to curriculum in line with the findings of practitioner-based studies. Yet providing a learning environment that enhances, for example, the opportunity for creative thinking has the potential for long-term benefits to SE students: there is evidence that students who have been taught to explore different ways to define problems (perhaps best exemplified in Requirements Engineering) engage in more creative problem solving over the longer term [42].

One avenue for incorporating the needs for flexibility, creativity and reflection in Software Engineering education is to address the pedagogical aspects rather than the content. The educational dilemma becomes one of providing an educational base that enables software developers to both create and engineer the systems they build: to be adaptable to the changing environment that is inevitable in their chosen discipline. One approach to addressing this dilemma is described in the following sections.

6. Educating Requirements Engineers

Education for Requirements Engineers based on traditional learning models tends to emphasise technical knowledge, and is based largely on notations and prescribed processes. Although [43] suggest this is a requirement of the software domain, it is at odds with the inherent characteristics associated with real problems, especially in requirements where [35]:

-...
complexity is added to rather than reduced with increased understanding of the initial problem
- metacognitive strategies are fundamental to the process
- problem-solving needs a rich background of knowledge and intuition to operate effectively
- a breadth of experience is necessary so that similarities and differences with past strategies are used to deal with new situations.

The School provides a number of degree programs focussing of the development of software. Requirements Engineering (ENG260) is the first of the core SE units, currently offered in semester 1 of the second year of study. During their first year students have been immersed in a scientific/engineering paradigm where problem-solving through laboratory procedure, repeatability of experimentation and rigour in mathematics are key learning objectives. ENG260 provides a contrast to this learning environment that some students find difficult to assimilate.

Although due process and procedure has its place, the focus of the unit is on divergent thinking and the development and evaluation of alternatives. In this unit they are asked to ignore the problem-solving (coding) of a situation presented (students come to the course with some competence in programming), and to explore and then formulate the problem itself. However, experience in teaching RE has shown that this is a challenge to students’ expectations of learning:
- they expect there to exist a definitive solution to the problems with which they are presented (à la science/mathematics)
- they expect to define the problems only in terms of the programming language with which they are familiar (currently Java)
- they expect a fundamentally competitive class environment to exist
- they expect their ‘wild ideas’ to be laughed at and ultimately rejected, and therefore are inhibited in expressing them.

The approach taken, based on Problem-based Learning (PBL), is an attempt to provide students with a solid foundation in subject matter while at the same time exposing them to the real-world characteristics noted above. It provides students with a process to deal with problems within a metacognitive-rich framework that makes complexity apparent and lets students deal with it adaptively. The course material has been reworked for a PBL environment, and taught in this mode from February 2003.

6.1 Characteristics of PBL

As an ideology, Problem-based Learning is rooted in the experiential learning tradition, but with a number of different forms according to the nature of the field and goals of the learning situation [44]. Through its emphasis on problem and student-centredness, PBL is seen to:
- acknowledge the base of student experience
- emphasise student responsibility for learning
- cross boundaries between disciplines
- intertwine theory with practice
- focus on the process of knowledge acquisition rather than the products of that process
- change staff roles from instructor to facilitator
- focus on student self and peer assessment
- focus on communication and interpersonal skills so that students understand that to relate their knowledge, skills beyond their area of technical expertise are required.

It has been argued [45] that problem-based learning is an educational strategy that required three components to be differentiated:
- an integrated curriculum organised around real-world problems rather than disciplines and with an emphasis on cognitive skills
- small groups, tutorial instruction and active learning conditions to facilitate problem-based learning
- outcomes such as the development of skills and motivation together with the development of an ability to be lifelong learners.

Focussing on the solution of authentic problems as a context for learning also accords well with theories of expertise - learning beyond the initial stages may best be achieved through situational case studies with rich contextual information [46]. Its supporters claim PBL results in increased motivation for learning, better integration of knowledge across disciplines and greater commitment to continued professional learning [46]. As well as offering the flexibility to cater for a variety of learning styles, the focus moves from dealing with content and information in abstract ways to using information in ways that reflect how learners might use it in real life [47].

6.2 Enhancing creativity

Three components of Amabile’s general theory of creativity:
domain relevant skills - the more skills the better, and the ability to imagine/play out situations
 creativity-relevant processes - including breaking perceptual (the way you perceive a situation) and cognitive (the way you analyse) set and breaking out of performance ‘scripts’, suspending judgement, knowledge of heuristics, adopting a creativity inducing work style (eg tolerance for ambiguity, high degree of autonomy, independence of judgement), and

 intrinsic task motivation

are seem to influence positively creative potential. These were applied to the learning environment developed. A PBL process, as adapted by Koschmann et al [48] (see Table 1), used to anchor the student’s learning.

Activities identified by Edmonds and Candy [49] as elements of creativity were embedded into the PBL environment. This Creative PBL model (Figure 1) was developed to focus on creativity and divergent thinking, so that, instead of students aimed at finding the single, best, “correct” answer to a standard problem in the shortest time (convergent thinking) they aimed at redefining or discovering problems and solving them by means of branching out, making unexpected associations, applying the known in unusual ways, or seeing unexpected implications.

Table 1 PBL Stages [48]

<table>
<thead>
<tr>
<th>PBL Stage 1</th>
<th>PBL Stage 2</th>
<th>PBL Stage 3</th>
<th>PBL Stage 4</th>
<th>PBL Stage 5</th>
</tr>
</thead>
<tbody>
<tr>
<td>problem analysis</td>
<td>self-directed learning</td>
<td>problem re-examination</td>
<td>abstraction</td>
<td>reflection</td>
</tr>
<tr>
<td>the rich context is mined for important facts, sub-problem(s) and alternate solution paths generated</td>
<td>the learning agenda is determined by the information needed to evaluate the alternatives proposed</td>
<td>based on findings, solution paths are added, deleted or revised</td>
<td>an articulation process to increase the utility of the knowledge gained in specific contexts</td>
<td>a debriefing of the experience to identify improvement in the learning process</td>
</tr>
</tbody>
</table>

This approach also had the value of addressing issues identified by Thomas et al [14]. They suggest

there is a widening gap between the degree of flexibility and creativity needed to adapt to a changing world and the capacity to do so. These difficulties are attributed to:

- individuals or groups not engaging in effective and efficient processes of innovative design. As examples of structuring failure, people typically fail to spend sufficient time in the early stages of design: problem finding and problem formulation, then often bring critical judgment into play too early in the idea generation phase of problem solving. As another example, empirical evidence shows that people’s behaviour is path-dependent and they are often unwilling to take what appears to be a step that undoes a previous action even if that step is actually necessary for a solution [50]
- evidence suggests individuals have a large amount of relevant implicit knowledge they often will not bring to bear on a problem. Providing appropriate strategies, knowledge sources or representations can significantly improve an individual’s effectiveness in problem solving and innovation [50]
- the appropriate level, type, and directionality of motivation are not brought to bear [51].

7. How did we do?

7.1 Establishing a problem context
The PBL environment focuses on the secondment of the class to a (virtual) organisation – collaboration between a software house and the university. MurSoft requires a team to work, on short-term placement, on a project to develop gaming software to be used as an educational resource within a tertiary institute. This provides an authentic context for learning: students will have an opportunity, within their final year of study, to undertake an internship with a software-based organisation.

In order to ensure the team will integrate well, the students are initially provided with a very small problem to define. This problem introduces students to the MurSoft environment, and also serves the purpose of introducing the PBL process. Students are given some little time to familiarise themselves with other members of the class (since the rest of semester was to be spent on collaborative tasks) and with the lecturer, who takes on the role of academic consultant (not the client, but a resource students have access to). All interaction with the client is undertaken through web-based material: memos, minutes of meetings, telephone messages, ‘talking heads’, press releases etc provide the problem triggers required. Triggers act as prompts to students to undertake some task identified in the PBL process.

Unit content is centred on online teaching material and a recommended text, which act as a constraint: students initially explore this material in order to achieve the learning outcomes they have identified in a problem component, rather than having unlimited access to resources on the Internet and elsewhere. This is a significant issue: RE is a relatively new discipline, with varying approaches taken in its description. It is important at this early concept-learning stage that students are not confused or frustrated by the presentation of too many alternate viewpoints, tools, definitions for the same concept etc. This is likely to occur if students are to explore freely during the self-directed learning stage of the PBL process. On the other hand, it is important that students become aware that other views exist. Again, providing environment constraints adds to the authentic approach: as graduates, students will be expected to follow the operating procedures standardised within the employing organisation.

8. Evaluating the results

Both formal and informal assessment was undertaken over the semester: data may be categorised as:

- the major assessment of the unit was based on group work (three components)
- the exam modelled previous exams, and was based on questions that had been used before, so in theory it was possible to compare how well students performed in comparison to previous cohorts
- two individual components (a Performance Review and a Portfolio) and

qualitative assessment:
- in-semester year surveys - the year co-ordinator asks for comments/problems regarding all the units undertaken over the semester. These surveys are conducted within the Engineering discipline in week 4 and 11
- students completed an end of semester unit assessment –this is University-based
- as noted above, one of the final components of their formal assessment was to prepare for a Performance Review. As well as some more technically based issues (eg how easy would it be to go to design from the specification developed by your team) students were asked for their impressions on their team performance and asked to comment on whether they thought they learnt less or more this way.

8.1. Quantitative assessment

The results achieved by these students will not be described here, except to note that, as shown in Figure 2 the PBL environment did not appear to unduly disadvantage the students.

![Figure 2a). Average raw exam mark ENG260](image-url)
8.2. Qualitative assessment

The Engineering discipline within the School informally surveys all students within each year group to identify general problems that are both unit-specific, and that relate to the mix of units undertaken. Students are asked to identify good and bad points during Weeks 4 and 11 of semester (ie usually near the first point of feedback and towards the end formal classes).

As the list of representative comments shows, some elements considered ‘bad’ by the students (eg learning by doing) are a highlight of the PBL process. This may be a reflection of student approach to study or preferred learning style, and deserves further investigation.

As can be seen from Figure 4, the class was fairly evenly divided on the point of learning more or less from this approach: comments on a lack of mastery of subjects: (less every time new content arrives ); of

Figure 2b). Average final mark ENG260 – 1999-2003

Good:
- “helps with thinking about all areas of a problem (good for other units)”
- “interesting, practical, well presented”
- “it’s really good”

Bad:
- “very vague on assessment and what specifically needs to be completed”
- “inability to work alone”
- “no lecture or tutorial”
- “don’t really like how it’s structured”
- “don’t know what is going on”

Week 4

Good:
- “learn what you like at your own pace”
- “more practical training & real time example”
- “probably useful”
- “easy to get help for unit”

Bad:
- “objectives sometimes unclear”
- “learning by doing”
- “only get the general idea and concept of unit later in semester”
- “not very structured”
- “hard to determine what we are supposed to be working towards”

Week 11

Good:
- “research, communications (confidence to speak up; need to be heard & get ideas across) and team skills. They added concepts easier to grasp; forced to learn more for project relevant components; and, finally they had to grapple with various perspectives from others. In summary there were: ample resources & up to us to take it.”

Other feedback also shows that, although a great deal of effort went into preparing the PBL environment, more scaffolding is required. Students need greater preparation in order to tackle a different learning model (eg a better understanding of the PBL process), and support structures (examples, guidelines) focusing on components addressed by the project, on delegating and relying on others for concepts indicate less content learning. Towards the end of semester, some of these students still felt lost and confused:

self teaching is not one of my fortés stated one student, perhaps with a hint of despair.

Students felt they learnt more in the areas of research, communications (confidence to speak up; need to be heard & get ideas across) and team skills. They added concepts easier to grasp; forced to learn more for project relevant components; and, finally they had to grapple with various perspectives from others. In summary there were: ample resources & up to us to take it.”

Other feedback also shows that, although a great deal of effort went into preparing the PBL environment, more scaffolding is required. Students need greater preparation in order to tackle a different learning model (eg a better understanding of the PBL process), and support structures (examples, guidelines)
so that they have a clear indication of the appropriateness of their learning.

8.3. Addressing the issues

The attributes of a Problem-based Learning classroom [44] provide a framework for future learning [52]. While acquiring specific domain knowledge is one of the unit objectives, adaptability and flexibility as a basis for insight and true novelty of thinking is equally important. The implication of this is effort spent on abstraction and reflection, well supported through the PBL process. Its supporters also argue that PBL best provides an effective environment for professionals who need to access diverse knowledge. In addition, the positive influences of an appropriate environment on the development of creative potential add support the adoption of PBL for RE education. The issues highlighted by Thomas et al are also addressed:

- the importance of problem analysis: in ENG260 this stage is a critical outcome. Problem-solving habit is challenged by the need to generate alternate solution paths, starting from the unknown and progressing to a description of the problem itself, and the knowledge needed to deal with it
- the value of alternative perspectives and prior knowledge is fostered through participation in a collaborative environment. Critical appraisal and self appraisal skills are developed through the use of reflection tools such as the 4SAT [53]
- although external motivation is difficult to eliminate within an undergraduate degree, PBL is seen to foster intrinsic motivation through the authenticity of the tasks undertaken [52]. Emphasis on elements that foster external motivation (such as exams) is gradually being reduced as less appropriate to this style of learning. This is an important point.

9 Approaches to study

As Elton [54] states: “we want students to learn with understanding and be assessed for it". A post-hoc Approaches to Study Inventory (using a 32-item instrument confirmed by Richardson [55]’s work to possess adequate internal consistency and test – retest reliability) showed that students were very much sitting on the fence between learning for meaning (mean 2.53, standard deviation 0.43) and learning for reproduction (mean 2.56, standard deviation 0.41). Figure 3 is a graphic representation of these results. Figure 4 confirms this: it represents the student response to the question of whether they felt they learnt more or less using this approach. This was one of several reflective comments embedded in the final assessment described above.

![Figure 3. Approaches to Study survey – 2003 student cohort taking ENG260](image1)

![Figure 4. Student perception of learning in ENG260 - 2003 cohort](image2)

While this result is of some concern, it should be noted, however, that learning for understanding is less reliably assessed than memory learning, and learning that achieves some form of creativity will be quite radically different for different students [54]. However, this is an area that needs to be explored further.

10. The future

The PBL environment these students have experienced may be considered a creative one: one of the aims of its development has been to enhance divergent thinking and the creative potential of students. It would seem, however, that such an environment may not match the learning characteristics...
of the student cohort. Tracking the cohort through subsequent units will go some way to confirming (or not) the value of PBL in Software Engineering education. This is critical in the context of a strategic move away from traditional lecture/tutorial/lab-style learning within the discipline area at this University. Research into student approaches to study provides some insight that will assist in further offerings of this unit and of others within the engineering degree programs.

However, to end on a positive note, some members of this student cohort have progressed to subsequent units. These (Advanced Software Design I and II) are taught following a Design Studio model. Although it is too early in semester to undertake any evaluation of their learning, a comment overheard during a workshop session is promising. One group of three students was reporting (to each other) on their progress in constructing an Object-Z specification. One student remarked that he found he could just follow the template. But, he said,

that seemed like cheating so I had to go back to the notes and work out how to do it properly

Of even greater interest, other members of his group concurred.

10. References


