Integrating Serious Games in Adaptive Hypermedia Applications for Personalised Learning Experiences
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Abstract—Game-based approaches to learning are increasingly recognized for their potential to stimulate intrinsic motivation amongst learners. While a range of examples of effective serious games exist, creating high-fidelity content with which to populate games is resource-intensive task. To reduce this resource requirement, research is increasingly exploring means to reuse and repurpose existing games. Education has proven a popular application area for Adaptive Hypermedia (AH), as adaptation can offer enriched learning experiences. Whilst content has mainly been in the form of rich text, various efforts have been made to integrate serious games into AH. However, there is little in the way of effective integrated authoring and user modeling support. This paper explores avenues for effectively integrating serious games into AH. In particular, we consider authoring and user modeling aspects in addition to integration into run-time adaptation engines, thereby enabling authors to create AH that includes an adaptive game, thus going beyond mere selection of a suitable game and towards an approach with the capability to adapt and respond to the needs of learners and educators.
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I. INTRODUCTION

In recent years computer games have increasingly been used for training purposes. Frequently cited benefits of so-called serious games include increased learner motivation through increasing learner engagement, achieved by a combination of education and entertainment [1]. However, learning styles can prove diverse: for example some learners are happy to find solutions by trial and error, while others prefer to first learn about what the solutions are and why, before trying them out [2]. Games and Simulations may also be more or less suitable depending on the sub-topic. For example skills commonly improved through drill and rehearsal, such as emergency evacuation, are well suited to a game-based learning environment which can recreate an evacuation scenario whilst providing motivation for rehearsal through game play. By comparison, low-level cognitive transfer [3] may be more suited to other instruction methods. The success of a serious game is also directly related to the effectiveness of the interactive learning experience responding to the evolution of learners’ needs and requirements. Although a major game design concern, focuses on learning experience often jeopardize the game developers’ efforts to fulfill the intended serious goals. Serious games are often content-rich and can use high fidelity visual and audio learning objects with diverse pedagogic approaches. This means that development costs can be prohibitive compared to other media.

Reducing costs of designing and developing a serious game is essential. Sharing and reusing or re-purposing (re-using for a different purpose) is therefore particularly important. The mEditor [4] is a novel tool which allows re-purposing of serious games and offers the potential to significantly reduce the development cost of serious games.

Education is also a popular application area of adaptive hypermedia (AH). In order to adapt to different learning styles, it is important that the learning capabilities, styles and progress of users is captured. User modeling methods and AH have been widely used in Tutoring Systems [5], but, are not common in serious games.

Studies such as Pierce et al. [6] demonstrate that integrating serious games with Adaptive Learning Systems can be very effective, however while both authoring of AH and of serious games have been active research areas, work towards the integration the two in all aspects: authoring, user modeling and delivery remains limited. Addressing this gap requires developing techniques and tools that allow for games to be effectively adapted and pedagogically integrated whilst retaining their unique benefits in areas such as motivation and engagement.

The mEditor tool demonstrates a step towards addressing some of these issues around reuse and repurposing. In Section 2, a detailed examination of the mEditor tool through an illustrative scenario illustrates how it uses a graph of game dialogues with certain conditions attached to represent individual scenarios within the game. Both the dialogue and the conditions can be changed, allowing rapid and accessible
refinement, or repurposing of content without requiring a high level of programming skill, and is thus more accessible than the bespoke development required for adapting most existing serious games.

To consider the mEditor tool alongside a range of approaches, the rest of this paper is organized as follows: Section II expands upon the concepts of AH and serious games, and examines relevant developments. Section III contrasts the different components of authoring game scenarios with those used by existing authoring tools for AH. Section IV outlines how an authoring tool for adaptive games, integrated into an AH could be achieved; finally Section V highlights the future challenges.

II. BACKGROUND

Educational authoring tools allow educators and domain experts to prepare courses and presentations, often relying on the concept of learning objects (LOs) [7]. A LO is a unit of instruction for e-learning and should be auto-consistent and modular making them reusable. Learning Management Systems (LMS) are software platforms that provide didactic materials assembling LOs. Discovering and reusing LOs is facilitated by the existence of a standardized description format the IEEE Learning Object Metadata (LOM) [8] and the existence of repositories for sharing LOs, such as ARIADNE [9]. The Sharable Content Object Reference Model (SCORM) [10] is a collection of standards and specifications for web-based e-learning. However, these specifications offer some support for personalization, mainly based on adapting the notion of sequencing of content (i.e. the order in which content is presented to the student). IMS-Learning Design (IMS-LD) is another set of standards, which describes what it calls the learning design. Its aim is to be able to represent all major pedagogies and it models roles and activities within an environment that consists of LOs.

In recent years, serious games have been recognized for their educational potential. In particular they can increase learner motivation due to increased levels of engagement. However developing games is costly and time consuming. Various efforts have been made to apply the concepts of adaptivity and personalization to serious games. RETAIN is a serious game design paradigm aimed at applying instructional strategies concurrent to game development [11]. It highlights the importance of the presentation and feedback of the didactic choices to the player and their linkage to reinforce the lesson and test the transfer of knowledge. Riedl et al. [12] presents a framework for creating interactive narratives for entertainment, educational, and training purposes based on an experience manager agent, which is a generalization of an automatic drama manager. Bellotti et al. [13] present an Experience Engine (EE), which exploits computational intelligence algorithms to schedule tasks matching the requirements of a teaching strategy that can be expressed by an instructor, the needs estimated by profiling the user performance and with the aim of keeping the flow. Based on the user feedback, the EE learns a strategy that aims to maintain the performance of learners in a “narrow zone” between too easy and too difficult, maintaining “flow” [14]. This relies on a model of the user that the EE builds and of the instructional tasks features that keep into account both of the entertainment and educational aspects (e.g., learning styles [15]) typical of serious gaming. Moreover, the teaching strategy itself must be modeled, so to allow educators to express their educational line. The EE uses machine learning algorithms to adapt its strategy based on the user profile that is updated from the user feedback. Dynamic assembly is important also to support long-term playability, since missions will be different, without repetitions (if not required for learning purpose set by the learning strategy).

Repurposing of learning resources refers to changing the learning resource to suit a new educational context [16] rather than reuse which merely refers to using the learning resource in its original context without any changes [17]. The changes made to the content can be for various reasons such as the use of different pedagogies, different technologies, or different contexts and learners. Protopsaltis et al. [18] propose a methodology for serious game repurposing games and introduce a practical tool [4], the mEditor tool, for repurposing serious games, integrated with a commercial game engine. Dunwell et all. [19] suggest that serious games are especially suited to a type of learner called intuitive learners [2], although it indicates that serious games could be useful for other learners as well, especially if the teaching approach is adapted to suit the different learners individually. Part of this is deciding when to present the game to students, but adapting the game itself, for example by changing the dialogues, difficulty level, and language used within the game are all important parts of this adaptation. Games authoring tools such as the mEditor tool, see Figure 2. allow this sort of adaptation, in order to use the serious game with different types of learners or in different contexts. The approach relies upon an educator to actively repurpose the game. The tool uses a graph-based paradigm, in which educators can change game scenarios by changing connection, conditions and nodes in a graph, requiring little or no programming knowledge (though some technical insight may still be needed).

In recent years various efforts have already been made to create authoring tools for serious games, however a full integration with AH is still lacking. eAdventure [20] aims to facilitating the integration of serious games into educational processes and LMSs in particular. While it focuses mostly on LMSs such as moodle [21], its aims are very similar to our aims of integrating serious games and AH. eAdventure contains a graphical authoring tool for authoring adventure games. Its main focus is point & click games and it offers customizable menus and interfaces, artwork and scenarios. Just like the mEditor it uses a XML based notation for describing games that are deployed to a java based games engine. It allows editing of the main elements that make up a game such as scenes, characters, dialogues and navigation. It has built in assessment mechanisms and some support for adaptive learning scenarios. Editing dialogues is done by creating flow diagrams using a graph-based editor. StoryTec [22] is a digital storytelling platform that features a comprehensive authoring tool. It can be used for creating serious games and features a story editor, stage
editor, action set editor, property editor and asset manager. The story editor is based on the use of the Unified Modeling Language (UML) [23] a popular modeling language among software engineers. UML uses a standardized set of graphic notations resulting in graph structures. Hence this approach is somewhat similar to the approach taken by the mEditor and eAdventure. While other authoring tools exist the use of these graph-based structures is a clear trend, hence using the mEditor as an example for this paper is justified.

AH systems build a model of their users and use this to adapt the hypermedia corpus to the user’s knowledge, needs or goals [5]. The dimensions of adaptation are well known and various models have been defined such as AHAM [24], based on the Dexter [25] Hypertext model, Munich [26] a UML extension to AHAM, GAHM [27], and more recently GAF [28] in addition to the more traditional hypermedia (text, images and videos etc.). Adaptive games such as the e-Game have been integrated into AH effectively. Simulations [6] have also been integrated into personalized learning environments. A possible integration of a game and a Learning Management system has also been shown [19].

Authoring of AH is an active research area. Various different models have been proposed such as [24, 29–31]. Authoring of AH consists not only of content creation but also of specification of adaptation strategies that dictate when to show what content and in which way to show it. Various methods have been tried for this part of the authoring process, from a pre-defined selection of strategies [32], to domain specific programming languages [33]. Another method that has been tried with some success is one based on a graph structures [24, 29], see also Figure 1., where authors can edit strategies by changing the connections, conditions and nodes in a graph interface, with limited programming knowledge. While many graph based editors exist the strength of the GRAPPLE authoring tool lies in the use of a library of adaptive strategies (or Pedagogical Relationship Types) containing adaptation code. This is quite similar to the way the mEditor uses containers and functions.

However while games and simulations have been integrated into personalized learning systems with some success, little work has been done on the integration of games into the authoring and user modeling process. Gaffney et al. [31] propose a simulation authoring tool, but the simulations authored consist mainly of hypermedia elements, rather than being integrated into a game engine as is often the case with serious games or game-based simulation. The use of such a game engine is often necessary to achieve the representation required, for example when designing 3D games or virtual environments. De Troyer at all. [34] have designed an authoring environment for Virtual Reality. This gives the opportunity to include 3D virtual objects in an AH; however the focus is on integrating these objects in the web-based environment. Our work does not integrate objects into the web pages, but rather allows launching a personalized version of a full serious game, with the possibility for in-game adaptation.

A. Motivating example

In this section we showcase the repurposing process for serious games using the mEditor tool, and contrast it with the authoring process of an AH object. As a representative of AH we use the CAM model [29]. As an example we use a serious game devised for healthcare, developed by Succubus within the mEducator project. The game allows a medical student to rehearse a session with a patient. The student takes on the role of the doctor and can move around the office, ask the patient to sit down, describe his symptoms, undress lie on the bed, or administer drugs from a selection of available drugs. He can also ask a nurse, to take the blood pressure or make an Electrocardiography (ECG). There is a beginner mode where the player will be corrected when making mistakes and an advanced mode where feedback is only received at the end, allowing mistakes to be made ranging from misdiagnoses through to patient mortality.

Figure 2. illustrates a part of the scenario as visualized by the mEditor tool, showing the main elements that are used in building scenarios. The example shown describes the interaction with the doctor and the nurse present in the session. The resulting game is show in Figure 3. There are three characters, the patient doctor and nurse and the player can click on either of them to communicate or on some of the objects in the room, such as the chair and the bed.

In the context of repurposing this game, consider a tutor, who wishes to use the game’s multimedia resources, but rather than for cardiac conditions which it is currently aimed at, wants to use it to support teaching on lung conditions. Prior to having the mEditor tool, the tutor would have been
required to gain access to and edit the games source code, engaging in extensive bespoke development, or commission a new game with its associated costs.

In all these cases, technical development would incur substantial costs in time or outsourcing, and could result in a game-based approach being disregarded due to these prohibitive factors. With the mEditor however, the tutor can repurpose the game so as to use it in a scenario where the patient has a different condition without as much need for technical development or significant investment. For more extensive repurposing some understanding of boolean logic and functions is still needed.

Figure 3. The doctor training game by Succubus Interactive

Imagine now that the tutor also wants the game to automatically adapt the difficulty level to learner’s background and knowledge. Let’s assume we are working in the context of an advanced LMS, which builds a learner profile and allows the tutor to author an AH [35]. The mEditor tool can be used to quickly develop a range of adapted games to suit various learner needs and ability levels. The tutor may also feedback the students’ performance to the learning environment and update the students’ level of understanding.

III. COMPARING AUTHORING LANGUAGES

Figure 1. shows the main elements the mEditor uses to create game scenarios. Below we discuss them and particularly how they can be represented in AH authoring frameworks. As mEditor uses a graph based authoring paradigm, it seems reasonable to focus on graph based AH authoring frameworks.

A. Events

mEditor responds to the user via events, similarly to AH systems. Many models rely on so called event condition action rules (ECAs). These connect events and actions via certain conditions. Within the mEditor the author adds events and connects these to actions. In most scenarios there will be containers in between, especially the IfThenElse container, effectively constructing ECAs.

1) Start

Executed at the start of the game, the start event handles the initialization of variables, and showing and hiding of assets. It has an action or series of actions attached to it. AH models such as the Concept Adaptation Model (CAM) [29] and Layers of Adaptation Granularity (LAG) [30] model (via the Initialization part) have similar start states.

2) Standard

Triggered from within the game, when the user clicks on the appropriate object, and comes with both an action, and an item. This item, identified by name, indicates which item triggered the action. In AH the events are usually page clicks or accesses. Actions specified based on a particular page access are possible in LAG, CAM and the AHA! Graph editor [36]. One of their strengths is the ability to generalize and respond to page access for particular types.

B. Actions

1) Container

A grouping and selection mechanism for actions closely resembling programming constructs. The following containers can be used. Containers can also be combined.

- DoAllNow: Do all connected actions in parallel.
- DoAllSequentially: Perform the connected three actions in sequential order.
- DoLoop: Repeat the connected actions in a loop.
- DoOneByOne: Perform the connected actions one at a time, without specified order.
- DoRandomly: Perform the actions in random order.
- DoWhile: Repeat the connected actions in an infinite loop, so long as the connected condition is satisfied.
- IfThenElse: Two (sets of) actions can be attached and a condition determines which one will be performed.

AH models contain the possibility for conditional execution and loops, either using programming language constructs or formal specification languages. Conditional loops are also possible. Finally explicit control of execution order is not always possible in many models directly. LAG, the AHA! Graph editor and CAM make no distinction between the available pages. They can be made available in different order, but the user will only notice this if that is done step by step, rather than in one step.

2) Standard

The standard actions contain actions for explicitly assigning values to variables (ChangeBoolValue, ChangeFloatValue, ChangeIntValue, ChangePointValue), an Empty action, Aborting the game, Tracing a certain action and waiting for a specified amount time.

Assigning values is well defined in AH models, time delays are often not explicitly modeled but it would be technically possible to embed an external object that tracks time. End states for most models are implicit.

3) Specific

Some specific choices have an equivalent in AH. Choice exists both implicitly, via navigating to a specific page, as well as in (multiple choice) tests. Then hideInstance and showInstance are very similar to showing and hiding of pages and links, one of the most used adaptation features in AH. The following specific actions are available in mEditor:

- ChangeScene: Change the current game scene.
- Choice: Allow the user to pick from a list of options.
- Dialog: Display an interaction dialogue.
• DoAnim: Play an animation of a particular character.
• HideInstance: Hide the game asset from view.
• Infos: Shows textual information about something, it has a target location.
• MoveNpc: Move the non-player character.
• ShowInstance: Review the (hidden) game asset.
• CreateNPC: Create a non-player character at a position.

4) Engine
The engine actions currently predefined are playing a sound, enabling or disabling the mouse and moving ('teleporting') non-player characters. In AH models, as the delivery is usually achieved via a web browser, there is no possibility to explicitly disable the mouse, though this is possible via embedded objects or JavaScripts. Sounds and videos can be embedded as regular hypermedia objects.

C. Variables
Variables of the following basic types: boolean, floating point, integer, string, point (an x,y location) can be used in and updated by functions and can either be global, i.e. available through the game scenario or temporary, i.e. available only for one container. Variables are basic building blocks of programming languages and indeed prevalent in all AH authoring models. I.e. LAG is a domain specific programming language and allows user defined variables, although a type definition is not required. CAM uses a formal specification language called GAL [37] and this uses variables of different types, just like the AHA! Graph Editor.

D. Functions
A function can access global variables and those linked to its container. Functions are available for each types of variable split into two groups: functions, working on a number of variables and operators working on only one variable. Available are predefined conversion functions (e.g. valueToBool) and conditional functions (e.g. conditional float with connected values and a condition determining which value to select).

Functions are handled by the different AH models in different ways. LAG does not support functions but allows procedural programming constructs, achieving achieves the same effect. CAM was built around the idea of packaging adaptation patterns, for use as complex functions. GAL and the AHA! Graph editor rely upon defining functions.

IV. ARCHITECTURE
Authoring adaptive serious games can be achieved in various ways. Adaptation with regards to selecting when to present the game can be done entirely in existing AH systems by generating a number of alternative games at authoring time. This would be very time consuming and be limited to the alternative game configurations that were compiled by the author. A tighter integration could be relatively easily achieved. Instead of creating a number of alternative games, the author would use variables and conditions inside the game scenario that refer to the learner profile. This would then result in a personalized scenario, generated at run time by the adaptive delivery engine, just before the system presents the game to the learner [19]. This approach would require a slightly closer integration and careful consideration of cold start issues.

However it is possible to go even further. In this case the game engine would need to read and write the user profile. This could be achieved in different ways, such as directly communicating with a database, or via the use of an intermediary communication mechanism such as a web-service. This is an attractive approach especially as flash-based game engines like Succubus’ engine and some popular 3D engines like Unity 3D already support web services.

An example of such integration is the approach taken within the ALICE project [19], integrating a LMS and a serious game to create a solution which can respond to input from LMS and adapt the game dynamically, an architecture is implemented which allows direct method invocation from LMS in-game and vice versa using XML log files. This allows assessment engines to use input from the game, and communicate feedback to the player, e.g. through a virtual companion’s dialogue. Such methods provide a means for rich data capture on player interactions, and support blending and dynamic in game-based learning resources.

V. CONCLUSIONS AND FUTURE WORK
As we have seen in this paper, integrating serious games into a personalized learning environment has the potential educational benefits of combining a personalized delivery with increased learner motivation. The paper has shown how an integration of authoring tools and a serious game editing tool could concretely be achieved and can lead to an authoring environment for AH that include adaptive games and goes beyond the current state of the art in integration of AH and serious games. A logical next step is to build and test the proposed authoring environment. However, at this point another question is raised: what are the exact elements in the game that can be adapted and how might these impact different types of learners? For AH a comprehensive taxonomy exists [5] and there is a clear need for such taxonomy for adaptive games and an overview of how different techniques impact different learners.

ACKNOWLEDGMENT
This work is fully supported by the European Commission under mEducator (Grant ECP 2008 EDU 418006) and ALICE (Theme ICT-2009.4.2, Grant 257639)

REFERENCES


